Java Control Statements | Control Flow in Java

Java compiler executes the code from top to bottom. The statements in the code are executed according to the order in which they appear. However, [Java](https://www.javatpoint.com/java-tutorial) provides statements that can be used to control the flow of Java code. Such statements are called control flow statements. It is one of the fundamental features of Java, which provides a smooth flow of program.

Java provides three types of control flow statements.

1. Decision Making statements
   * if statements
   * switch statement
2. Loop statements
   * do while loop
   * while loop
   * for loop
   * for-each loop
3. Jump statements
   * break statement
   * continue statement

Decision-Making statements:

As the name suggests, decision-making statements decide which statement to execute and when. Decision-making statements evaluate the Boolean expression and control the program flow depending upon the result of the condition provided. There are two types of decision-making statements in Java, i.e., If statement and switch statement.

1) If Statement:

In Java, the "if" statement is used to evaluate a condition. The control of the program is diverted depending upon the specific condition. The condition of the If statement gives a Boolean value, either true or false. In Java, there are four types of if-statements given below.
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1. Simple if statement
2. if-else statement
3. if-else-if ladder
4. Nested if-statement

Let's understand the if-statements one by one.

1) Simple if statement:

It is the most basic statement among all control flow statements in Java. It evaluates a Boolean expression and enables the program to enter a block of code if the expression evaluates to true.

Syntax of if statement is given below.

1. **if**(condition) {
2. statement 1; //executes when condition is true
3. }

Consider the following example in which we have used the **if** statement in the java code.

Student.java

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. **int** x = 10;
4. **int** y = 12;
5. **if**(x+y > 20) {
6. System.out.println("x + y is greater than 20");
7. }
8. }
9. }

**Output:**

x + y is greater than 20

2) if-else statement

The [if-else statement](https://www.javatpoint.com/java-if-else) is an extension to the if-statement, which uses another block of code, i.e., else block. The else block is executed if the condition of the if-block is evaluated as false.

**Syntax:**

1. **if**(condition) {
2. statement 1; //executes when condition is true
3. }
4. **else**{
5. statement 2; //executes when condition is false
6. }

Consider the following example.

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. **int** x = 10;
4. **int** y = 12;
5. **if**(x+y < 10) {
6. System.out.println("x + y is less than      10");
7. }   **else** {
8. System.out.println("x + y is greater than 20");
9. }
10. }
11. }

**Output:**

x + y is greater than 20

3) if-else-if ladder:

The if-else-if statement contains the if-statement followed by multiple else-if statements. In other words, we can say that it is the chain of if-else statements that create a decision tree where the program may enter in the block of code where the condition is true. We can also define an else statement at the end of the chain.

Syntax of if-else-if statement is given below.

1. **if**(condition 1) {
2. statement 1; //executes when condition 1 is true
3. }
4. **else** **if**(condition 2) {
5. statement 2; //executes when condition 2 is true
6. }
7. **else** {
8. statement 2; //executes when all the conditions are false
9. }

Consider the following example.

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. String city = "Delhi";
4. **if**(city == "Meerut") {
5. System.out.println("city is meerut");
6. }**else** **if** (city == "Noida") {
7. System.out.println("city is noida");
8. }**else** **if**(city == "Agra") {
9. System.out.println("city is agra");
10. }**else** {
11. System.out.println(city);
12. }
13. }
14. }

**Output:**

Delhi

4. Nested if-statement

In nested if-statements, the if statement can contain a **if** or **if-else** statement inside another if or else-if statement.

Syntax of Nested if-statement is given below.

1. **if**(condition 1) {
2. statement 1; //executes when condition 1 is true
3. **if**(condition 2) {
4. statement 2; //executes when condition 2 is true
5. }
6. **else**{
7. statement 2; //executes when condition 2 is false
8. }
9. }

Consider the following example.

**Student.java**

1. **public** **class** Student {
2. **public** **static** **void** main(String[] args) {
3. String address = "Delhi, India";
5. **if**(address.endsWith("India")) {
6. **if**(address.contains("Meerut")) {
7. System.out.println("Your city is Meerut");
8. }**else** **if**(address.contains("Noida")) {
9. System.out.println("Your city is Noida");
10. }**else** {
11. System.out.println(address.split(",")[0]);
12. }
13. }**else** {
14. System.out.println("You are not living in India");
15. }
16. }
17. }

**Output:**

Delhi

Switch Statement:

In Java, [Switch statements](https://www.javatpoint.com/java-switch) are similar to if-else-if statements. The switch statement contains multiple blocks of code called cases and a single case is executed based on the variable which is being switched. The switch statement is easier to use instead of if-else-if statements. It also enhances the readability of the program.

Points to be noted about switch statement:

* The case variables can be int, short, byte, char, or enumeration. String type is also supported since version 7 of Java
* Cases cannot be duplicate
* Default statement is executed when any of the case doesn't match the value of expression. It is optional.
* Break statement terminates the switch block when the condition is satisfied.  
  It is optional, if not used, next case is executed.
* While using switch statements, we must notice that the case expression will be of the same type as the variable. However, it will also be a constant value.

The syntax to use the switch statement is given below.

1. **switch** (expression){
2. **case** value1:
3. statement1;
4. **break**;
5. .
6. .
7. .
8. **case** valueN:
9. statementN;
10. **break**;
11. **default**:
12. **default** statement;
13. }

Consider the following example to understand the flow of the switch statement.

**Student.java**

1. **public** **class** Student **implements** Cloneable {
2. **public** **static** **void** main(String[] args) {
3. **int** num = 2;
4. **switch** (num){
5. **case** 0:
6. System.out.println("number is 0");
7. **break**;
8. **case** 1:
9. System.out.println("number is 1");
10. **break**;
11. **default**:
12. System.out.println(num);
13. }
14. }
15. }

**Output:**

2

While using switch statements, we must notice that the case expression will be of the same type as the variable. However, it will also be a constant value. The switch permits only int, string, and Enum type variables to be used.

Loop Statements

In programming, sometimes we need to execute the block of code repeatedly while some condition evaluates to true. However, loop statements are used to execute the set of instructions in a repeated order. The execution of the set of instructions depends upon a particular condition.

In Java, we have three types of loops that execute similarly. However, there are differences in their syntax and condition checking time.

1. for loop
2. while loop
3. do-while loop

Let's understand the loop statements one by one.

Java for loop

In Java, [for loop](https://www.javatpoint.com/java-for-loop) is similar to [C](https://www.javatpoint.com/c-programming-language-tutorial) and [C++](https://www.javatpoint.com/cpp-tutorial). It enables us to initialize the loop variable, check the condition, and increment/decrement in a single line of code. We use the for loop only when we exactly know the number of times, we want to execute the block of code.

1. **for**(initialization, condition, increment/decrement) {
2. //block of statements
3. }

The flow chart for the for-loop is given below.

![Control Flow in Java](data:image/png;base64,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)

Consider the following example to understand the proper functioning of the for loop in java.

**Calculation.java**

1. **public** **class** Calculattion {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. **int** sum = 0;
5. **for**(**int** j = 1; j<=10; j++) {
6. sum = sum + j;
7. }
8. System.out.println("The sum of first 10 natural numbers is " + sum);
9. }
10. }

**Output:**

The sum of first 10 natural numbers is 55

Java for-each loop

Java provides an enhanced for loop to traverse the data structures like array or collection. In the for-each loop, we don't need to update the loop variable. The syntax to use the for-each loop in java is given below.

1. **for**(data\_type var : array\_name/collection\_name){
2. //statements
3. }

Consider the following example to understand the functioning of the for-each loop in Java.

**Calculation.java**

1. **public** **class** Calculation {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. String[] names = {"Java","C","C++","Python","JavaScript"};
5. System.out.println("Printing the content of the array names:\n");
6. **for**(String name:names) {
7. System.out.println(name);
8. }
9. }
10. }

**Output:**

Printing the content of the array names:

Java

C

C++

Python

JavaScript

Java while loop

The [while loop](https://www.javatpoint.com/java-while-loop) is also used to iterate over the number of statements multiple times. However, if we don't know the number of iterations in advance, it is recommended to use a while loop. Unlike for loop, the initialization and increment/decrement doesn't take place inside the loop statement in while loop.

It is also known as the entry-controlled loop since the condition is checked at the start of the loop. If the condition is true, then the loop body will be executed; otherwise, the statements after the loop will be executed.

The syntax of the while loop is given below.

1. **while**(condition){
2. //looping statements
3. }

The flow chart for the while loop is given in the following image.

![Control Flow in Java](data:image/png;base64,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)

Consider the following example.

**Calculation .java**

1. **public** **class** Calculation {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. **int** i = 0;
5. System.out.println("Printing the list of first 10 even numbers \n");
6. **while**(i<=10) {
7. System.out.println(i);
8. i = i + 2;
9. }
10. }
11. }

**Output:**

Printing the list of first 10 even numbers

0

2

4

6

8

10

Java do-while loop

The [do-while loop](https://www.javatpoint.com/java-do-while-loop) checks the condition at the end of the loop after executing the loop statements. When the number of iteration is not known and we have to execute the loop at least once, we can use do-while loop.

It is also known as the exit-controlled loop since the condition is not checked in advance. The syntax of the do-while loop is given below.

1. **do**
2. {
3. //statements
4. } **while** (condition);

The flow chart of the do-while loop is given in the following image.

![Control Flow in Java](data:image/png;base64,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)

Consider the following example to understand the functioning of the do-while loop in Java.

**Calculation.java**

1. **public** **class** Calculation {
2. **public** **static** **void** main(String[] args) {
3. // TODO Auto-generated method stub
4. **int** i = 0;
5. System.out.println("Printing the list of first 10 even numbers \n");
6. **do** {
7. System.out.println(i);
8. i = i + 2;
9. }**while**(i<=10);
10. }
11. }

**Output:**

Printing the list of first 10 even numbers

0

2

4

6

8

10

Jump Statements

Jump statements are used to transfer the control of the program to the specific statements. In other words, jump statements transfer the execution control to the other part of the program. There are two types of jump statements in Java, i.e., break and continue.

Java break statement

As the name suggests, the [break statement](https://www.javatpoint.com/java-break) is used to break the current flow of the program and transfer the control to the next statement outside a loop or switch statement. However, it breaks only the inner loop in the case of the nested loop.

The break statement cannot be used independently in the Java program, i.e., it can only be written inside the loop or switch statement.

**The break statement example with for loop**

Consider the following example in which we have used the break statement with the for loop.

**BreakExample.java**

1. **public** **class** BreakExample {
3. **public** **static** **void** main(String[] args) {
4. // TODO Auto-generated method stub
5. **for**(**int** i = 0; i<= 10; i++) {
6. System.out.println(i);
7. **if**(i==6) {
8. **break**;
9. }
10. }
11. }
12. }

**Output:**

0

1

2

3

4

5

6

**break statement example with labeled for loop**

**Calculation.java**

1. **public** **class** Calculation {
3. **public** **static** **void** main(String[] args) {
4. // TODO Auto-generated method stub
5. a:
6. **for**(**int** i = 0; i<= 10; i++) {
7. b:
8. **for**(**int** j = 0; j<=15;j++) {
9. c:
10. **for** (**int** k = 0; k<=20; k++) {
11. System.out.println(k);
12. **if**(k==5) {
13. **break** a;
14. }
15. }
16. }
18. }
19. }

22. }

**Output:**

0

1

2

3

4

5

Java continue statement

Unlike break statement, the [continue statement](https://www.javatpoint.com/java-continue) doesn't break the loop, whereas, it skips the specific part of the loop and jumps to the next iteration of the loop immediately.

Consider the following example to understand the functioning of the continue statement in Java.

1. **public** **class** ContinueExample {
3. **public** **static** **void** main(String[] args) {
4. // TODO Auto-generated method stub
6. **for**(**int** i = 0; i<= 2; i++) {
8. **for** (**int** j = i; j<=5; j++) {
10. **if**(j == 4) {
11. **continue**;
12. }
13. System.out.println(j);
14. }
15. }
16. }
18. }

**Output:**

0

1

2

3

5

1

2

3

5

2

3

5